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**Spring IoC Tutorial**

In Spring, the *Inversion of Control (IoC)* principle is implemented using the *Dependency Injection (DI)* design pattern. Let's understand dependency injection with the help of an example. First we will see a java version of the example and later we will add spring functionalities to it. As far as the example go, its pretty simple. The *QuizMater* interface exposes the popQuestion() method. To keep things simple, our *QuizMaster* will generate only one question.

QuizMaster.java

----------------

package com.vaannila;

public interface QuizMaster {

public String popQuestion();

}

The *StrutsQuizMaster* and the *SpringQuizMaster* class implements *QuizMaster* interface and they generate questions related to struts and spring respectively.

StrutsQuizMaster.java

----------------------

package com.vaannila;

public class StrutsQuizMaster implements QuizMaster {

@Override

public String popQuestion() {

return "Are you new to Struts?";

}

}

SpringQuizMaster.java

----------------------

package com.vaannila;

public class SpringQuizMaster implements QuizMaster {

@Override

public String popQuestion() {

return "Are you new to Spring?";

}

}

We have a *QuizMasterService* class that displays the question to the user. The *QuizMasterService*class holds reference to the *QuizMaster*.

QuizMasterService.java

-----------------------

package com.vaannila;

public class QuizMasterService {

private QuizMaster quizMaster = new SpringQuizMaster();

public void askQuestion()

{

System.out.println(quizMaster.popQuestion());

}

}

Finally we create the *QuizProgram* class to conduct quiz.

QuizProgram.java

----------------

package com.vaannila;

public class QuizProgram {

public static void main(String[] args) {

QuizMasterService quizMasterService = new QuizMasterService();

quizMasterService.askQuestion();

}

}

As you can see it is pretty simple, here we create an instance of the *QuizMasterService* class and call the *askQuestion()* method. When you run the program as expected "*Are you new to Spring?*" gets printed in the console.

Let's have a look at the class diagram of this example. The green arrows indicate generalization and the blue arrows indicates association.
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As you can see this architecture is tightly coupled. We create an instance of the *QuizMaster* in the *QuizMasterService* class in the following way.

private QuizMaster quizMaster = new SpringQuizMaster();

To make our quiz master Struts genius we need to make modifications to the *QuizMasterService* class like this.

private QuizMaster quizMaster = new StrutsQuizMaster();

So it is tightly coupled. Now lets see how we can avoid this by using the *Dependency Injection* design pattern. The Spring framework provides prowerful container to manage the components. The container is based on the Inversion of Control (IoC) principle and can be implemented by using the Dependency Injection (DI) design pattern. Here the component only needs to choose a way to accept the resources and the container will deliver the resource to the components.

In this example instead of we, directly creating an object of the *QuizMaster* bean in the *QuizMasterService* class, we make use of the container to do this job for us. Instead of hard coding any values we will allow the container to inject the required dependancies.

We can inject the dependancies using the setter or constructor injection. Here we will see how we can do this using the setter injection.

QuizMasterService.java

-----------------------

package com.vaannila;

public class QuizMasterService {

QuizMaster quizMaster;

public void setQuizMaster(QuizMaster quizMaster) {

this.quizMaster = quizMaster;

}

public void askQuestion()

{

System.out.println(quizMaster.popQuestion());

}

}

The value for the *QuizMaster* will be set using the *setQuizMaster()* method. The QuizMaster object is never instantiated in the *QuizMasterService* class, but still we access it. Usually this will throw a *NullPointerException,* but here the container will instantiate the object for us, so it works fine.

After making all the changes, the class diagram of the example look like this.
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The container comes into picture and it helps in injecting the dependancies.

The bean configuration is done in the *beans.xml* file.

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation=" http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="springQuizMaster" class="com.vaannila.SpringQuizMaster"></bean>

<bean id="strutsQuizMaster" class="com.vaannila.StrutsQuizMaster"></bean>

<bean id="quizMasterService" class="com.vaannila.QuizMasterService">

<property name="quizMaster">

<ref local="springQuizMaster"/>

</property>

</bean>

</beans>

We define each bean using the *bean* tag. The *id* attribute of the bean tag gives a logical name to the bean and the *class* attribute represents the actual bean class. The *property* tag is used to refer the property of the bean. To inject a bean using the setter injection you need to use the *ref* tag.

Here a reference of *SpringQuizMaster* is injected to the *QuizMaster* bean. When we execute this example, "*Are you new to Spring?*" gets printed in the console.

To make our *QuizMaster* ask questions related to Struts, the only change we need to do is, to change the bean reference in the *ref* tag.

<bean id="quizMasterService" class="com.vaannila.QuizMasterService">

<property name="quizMaster">

<ref local="strutsQuizMaster"/>

</property>

</bean>

In this way the Dependency Injection helps in reducing the coupling between the components.

To execute this example add the following jar files to the classpath.

antlr-runtime-3.0

commons-logging-1.0.4

org.springframework.asm-3.0.0.M3

org.springframework.beans-3.0.0.M3

org.springframework.context-3.0.0.M3

org.springframework.context.support-3.0.0.M3

org.springframework.core-3.0.0.M3

org.springframework.expression-3.0.0.M3

This article explains the concept of Dependency Injection (DI) and how it works in Spring Java application development. You will learn about the advantages, disadvantages, and basics of DI with examples. Look further for more information.

## ****Advantages of Dependency Injection****

* DI allows a client the flexibility of being configurable. Only client's behavior is fixed.
* Testing can be performed using mock objects.
* Loosely couple architecture.
* DI advantages of high cohesion are:
  + Reduced module complexity
  + Increased system maintainability, because logic changes in the domain affect fewer modules.
  + Increased module reusability.
* DI does not require any changes in code behavior it can be applied to legacy code as refactoring.
* DI allows a client to remove all knowledge of a concrete implementation that needs to use. It is more reusable, more testable, more readable code.
* DI makes it possible to eliminate, or at least reduce unnecessary dependencies.
* DI allows concurrent or independent development.
* DI decreases coupling between a class and its dependency.

## ****Disadvantages of Dependency Injection****

* DI creates clients that demand configure details supplied by construction code.
* DI can make code difficult to trace because it separates behavior from construction; this means developers refer to more files to follow how a system performs.
* DI can cause an explosion of types, especially in languages that have explicit interface types like C# and Java.
* DI can encourage dependence on DI framework.
* Tight coupling :
  + A change in only one module usually forces a ripple effect of changes in other modules.

![Dependency Injection](data:image/png;base64,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)

## ****Dependency Injection (DI)****

* Dependency Injection (DI) is a software design pattern that implements inversion of control for resolving dependencies.
* An injection is the passing of a dependency to a dependent object that would use it.
* DI is a process whereby objects define their dependencies. The other objects they work with—only through constructor arguments or arguments to a factory method or property—are set on the object instance after it is constructed or returned from a factory method.
* The container then injects those dependencies, and it creates the bean. This process is named Inversion of Control (IoC) (the bean itself controls the instantiation or location of its dependencies by using direct construction classes or a Service Locator).
* DI refers to the process of supplying an external dependency to a software component.

## Dependency Injection Performed Two Ways

### ****1. Constructor-Based Dependency Injection****

* Constructor-based DI is when the container invokes a constructor with a number of arguments, each of which represents a dependency or other class.
* Calling a static factory method with particular arguments to construct the bean is approximately equivalent, treating arguments to a constructor and to a static factory method. The following example shows a class that can only be dependency-injected with constructor injection. It is a POJO that has no dependencies on container specific interfaces, base classes, or annotations.

public class SimpleStudentList {

// the SimpleStudentList has a dependency on StudentFind

private StudentFind studentFind;

// a constructor that Spring container can 'inject' a StudentFind

public SimpleStudentList(StudentFind studentFind ) {

this.studentFind = studentFind ;

}

// business logic code

}

#### ****Example of Constructor-Based DI****

##### **Book.java**

package com.spring.example;

public class Book {

private int id;

private String bookName;

public Book() {System.out.println("Java");}

public Book(int id) {this.id = id;}

public Book(String bookName) { this.bookName = bookName;}

public Book(int id, String bookName) {

this.id = id;

this.bookName = bookName;

}

void display(){

System.out.println(id+" "+bookName);

}

}

##### **applicationContext.xml**

<?xml version="1.0" encoding="UTF-8"?>

<beans

xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:p="http://www.springframework.org/schema/p"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id="book" class="com.spring.example.Book">

<constructor-arg value="1" type="int"></constructor-arg>

</bean>

</beans>

##### **Main.java**

package com.spring.example;

import org.springframework.beans.factory.BeanFactory;

import org.springframework.beans.factory.xml.XmlBeanFactory;

import org.springframework.core.io.\*;

public class Main {

public static void main(String[] args) {

Resource r=new ClassPathResource("applicationContext.xml");

BeanFactory factory=new XmlBeanFactory(r);

Book b=(Book)factory.getBean("book");

b.display();

}

}

##### **Output:**

1 null

### ****2. Setter-Based Dependency Injection****

Setter-based DI is the when the container calls setter methods on your beans after it has invoked a no-argument constructor or no-argument static factory method to instantiate that bean.

The following example shows a class that can only have pure setter injection.

public class SimpleStudentList {

// the SimpleStudentList has a dependency on StudentFind

private StudentFind studentFind;

// a setter method that Spring container can 'inject' a StudentFind

public void setStudentFind(StudentFind studentFind ) {

this.studentFind = studentFind ;

}

// business logic

}

#### ****Example of Setter Based DI****

##### **Book.java**

package com.spring.example;

public class Book {

private int id;

private String bookName;

private String author;

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getBookName() {

return bookName;

}

public void setBookName(String bookName) {

this.bookName = bookName;

}

public String getAuthor() {

return author;

}

public void setAuthor(String author) {

this.author = author;

}

void display(){

System.out.println(id+" "+bookName+" "+author);

}

}

##### **applicationContext.xml**

<?xml version="1.0" encoding="UTF-8"?>

<beans

xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:p="http://www.springframework.org/schema/p"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id="book" class="com.spring.example.Book">

<property name="id">

<value>1</value>

</property>

<property name="bookName">

<value>The Complete Reference J2EE</value>

</property>

<property name="author">

<value>Herbert Schildt</value>

</property>

</bean>

</beans>

##### **Main.java**

package com.spring.example;

import org.springframework.beans.factory.BeanFactory;

import org.springframework.beans.factory.xml.XmlBeanFactory;

import org.springframework.core.io.\*;

public class Main {

public static void main(String[] args) {

Resource r=new ClassPathResource("applicationContext.xml");

BeanFactory factory=new XmlBeanFactory(r);

Book b=(Book)factory.getBean("book");

b.display();

}

}

##### **Output :**

* The Complete Reference J2EE  Herbert Schildt

Spring Annotation Driven

<https://dzone.com/articles/dependency-injection-an-introd>

### Dependency Injection

Dependency Injection (DI) refers to the process of supplying an external dependency to a software component. DI can help make your code architecturally pure. It aids in design by interface as well as test-driven development by providing a consistent way to inject dependencies. For example, a data access object (DAO) may depend on a database connection. Instead of looking up the database connection with JNDI, you could inject it.   
  
One way to think about a DI container like Spring is to think of JNDI turned inside out. Instead of an object looking up other objects that it needs to get its job done (dependencies), a DI container injects those dependent objects. This is the so-called Hollywood Principle, “Don't call us” (lookup objects), “we’ll call you” (inject objects).   
  
If you have worked with CRC cards you can think of a dependency as a collaborator, i.e., an object that another object needs to perform its role.   
Let's say that you have an automated teller machine (ATM) and it needs the ability to talk to a bank. It uses what it calls a transport object to do this. In this example, a transport object handles the low-level communication to the bank.   
  
This example could be represented by either of the  two interfaces as follows:   
  
**AutomatedTellerMachine interface**

package com.arcmind.springquickstart;

import java.math.BigDecimal;

public interface AutomatedTellerMachine {

void deposit(BigDecimal bd);

void withdraw(BigDecimal bd);

}

**ATMTransport interface**

package com.arcmind.springquickstart;

public interface ATMTransport {

void communicateWithBank(byte [] datapacket);

}

Now the AutomatedTellerMachine needs a transport to perform its intent, namely withdraw money and deposit money. To carry out these tasks, the AutomatedTellerMachine may depend on many objects and collaborates with its dependencies to complete the work.   
  
An implementation of the AutomatedTellerMachine may look like this:

**AutomatedTellerMachine implementation:**

package com.arcmind.springquickstart;

import java.math.BigDecimal;

public class AutomatedTellerMachineImpl implements AutomatedTellerMachine{

private ATMTransport transport;

public void deposit(BigDecimal bd) {

...

transport.communicateWithBank(...);

}

public void withdraw(BigDecimal bd) {

...

transport.communicateWithBank(...);

}

public void setTransport(ATMTransport transport) {

this.transport = transport;

}

}

The AutomatedTellerMachineImpl does not know or care how the transport withdraws and deposits money from the bank. This level of indirection allows us to replace the transport with different implementations such as in the following example:  
  
**Three example transports: SoapAtmTransport, StandardAtmTransport and SimulationAtmTransport**

package com.arcmind.springquickstart;

public class SoapAtmTransport implements ATMTransport {

public void communicateWithBank(byte[] datapacket) {

...

}

}

package com.arcmind.springquickstart;

public class StandardAtmTransport implements ATMTransport {

public void communicateWithBank(byte[] datapacket) {

...

}

}

package com.arcmind.springquickstart;

public class SimulationAtmTransport implements ATMTransport {

public void communicateWithBank(byte[] datapacket) {

...

}

}

Notice the possible implementations of the ATMTransport interface. The AutomatedTellerMachineImpl does not know or care which transport it uses. Also, for testing and developing, instead of talking to a real bank, notice that you can use the SimulationAtmTransport.

The concept of DI transcends Spring. Thus, you can accomplish DI without Spring as follows:

**DI without Spring**

package com.arcmind.springquickstart;

import java.math.BigDecimal;

public class AtmMain {

public void main (String[] args) {

AutomatedTellerMachine atm = new AutomatedTellerMachineImpl();

ATMTransport transport = new SoapAtmTransport();

/\* Inject the transport. \*/

((AutomatedTellerMachineImpl)atm).setTransport(transport);

atm.withdraw(new BigDecimal("10.00"));

atm.deposit(new BigDecimal("100.00"));

}

}

Then injecting a different **transport** is a mere matter of calling a different setter method as follows:

**Injecting a different dependency**

ATMTransport transport = new SimulationAtmTransport();

((AutomatedTellerMachineImpl)atm).setTransport(transport);

To use Spring to inject a dependency you could do the following:

**Using Spring to manage dependencies**

package com.arcmind.springquickstart;

import java.math.BigDecimal;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class AtmMain {

public static void main (String[] args) {

ApplicationContext appContext = new ClassPathXmlApplicationContext("classpath:./spring/applicationContext.xml");

AutomatedTellerMachine atm = (AutomatedTellerMachine) appContext.getBean("atm");

atm.withdraw(new BigDecimal("10.00"));

atm.deposit(new BigDecimal("100.00"));

}

}

**/spring/applicationContext.xml file**

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id="atmTransport" class="com.arcmind.springquickstart.SoapAtmTransport" />

<bean id="atm" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl">

<property name="transport" ref="atmTransport" />

</bean>

</beans>

Figure 1 illustrates how Spring injects the dependency using property setter method injection.
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The application context is the central interface to the Spring DI container. In the application context, you declare two beans, atmTransport and atm, with a bean tag. Then you use the property tag to inject the atmTransport bean into the transport property. This effectively calls the setter method of the AutomatedTellerMachineImpl transport property (setTransport(...)).

The major capabilities that the application context provides include (taken from API docs):

* Bean factory methods for accessing application components
* The ability to load file resources in a generic fashion
* The ability to resolve messages, supporting internationalization

The focus of this article is bean factory methods and DI.

### Using constructor instead of setter

Another option when using Spring is to use constructor arguments instead of setter methods to inject dependencies. This keeps things more pure from an object-oriented design standpoint as an object has to be created with all of its collaborators (a.k.a. dependencies) it needs to fulfill its role.   
  
Using constructors, injection is much like using setter methods as follows:   
  
**Application context for constructor injection**

<bean id="standardTransport" class="com.arcmind.springquickstart.StandardAtmTransport"/>

<bean id="atm" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl">

<constructor-arg ref="standardTransport" />

</bean>

Notice the use of the constructor-arg tag. This implies that the constructor takes transport as a single argument.   
  
**Adding a constructor to AutomatedTellerMachineImpl**

public class AutomatedTellerMachineImpl implements AutomatedTellerMachine{

private ATMTransport transport;

public AutomatedTellerMachineImpl (ATMTransport transport) {

this.transport = transport;

}

The above example should keep the object purists in your group happy. However, the setter injection style makes test-driven development a bit easier. In practice, the setter method approach is used more often.   
Figure 2 illustrates how the constructor injection occurs.
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If you have many constructors in the same class with a variable number of arguments, Spring will try to pick the best fit. However, you can give Spring some hints as follows:   
  
**Application context for constructor injection with a hint for Spring**

<bean id="atm" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl">

<constructor-arg index="0" ref="standardTransport" />

</bean>

Under some circumstances, you can even specify the type attribute that you want Spring to use to resolve the constructor argument in cases when there are more than one possible constructor match.  Most times, you don't have to specify index or type. Your mileage may vary.

### Spring and Annotation driven DI

Seam, and Guice pioneered the use of DI using annotation instead of XML. Spring also added this support and in typical Spring fashion, it does this in a flexible non-invasive manner.   
  
Let's start off with a simple example. Let's say that you misconfigured the AutomatedTellerMachineImpl and forgot to inject a dependency as follows:   
Opps forgot to inject the transport

<bean id="atmTransport" class="com.arcmind.springquickstart.SoapAtmTransport" />

<bean id="atm" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl">

</bean>

You might get an error like this:   
  
**Typical error from misconfiguring a bean**

**Exception in thread "main" java.lang.NullPointerException   
        at com.arcmind.springquickstart.AutomatedTellerMachineImpl.withdraw(AutomatedTellerMachineImpl.java:25)   
        at com.arcmind.springquickstart.AtmMain.main(AtmMain.java:14)**

In a deployed application, this error could be quite cryptic. If you used the @Required annotation, you could ask Spring to scan the beans and look for missing dependencies as follows:  
  
**AutomatedTellerMachineImpl using @Required on the setter method of the transport property**

import org.springframework.beans.factory.annotation.Required;

public class AutomatedTellerMachineImpl implements AutomatedTellerMachine{

private ATMTransport transport;

@Required

public void setTransport(ATMTransport transport) {

this.transport = transport;

}

Now, when you run this after forgetting to configure a transport, you would get this message:

**Caused by: org.springframework.beans.factory.BeanInitializationException: Property 'transport' is required for bean 'atm'**

This is clearer and makes it easier to develop and debug applications. To enable this dependency checking feature, you must use context:component-scan or the context:annotation-config tags. This is discussed in more detail later. Here is the last example using context:annotation-config:

**Application context file using annotation-config tag**

<?xml version="1.0" encoding="UTF-8"?>

<beans

xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xsi:schemaLocation="

http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context-2.5.xsd">

<context:annotation-config/>

<bean id="atmTransport" class="com.arcmind.springquickstart.SoapAtmTransport" />

<bean id="atm" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl">

<property name="transport" ref="atmTransport"/>

</bean>

</beans>

### Using @Autowire to define a default transport

You may want to define a default transport for an AutomatedTellerMachine. You could do this with the @Autowire and @Qualifier annotations as follows:   
  
**Using @Autowire and @Qualifier annotations to do DI**

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.beans.factory.annotation.Qualifier;

public class AutomatedTellerMachineImpl implements AutomatedTellerMachine{

@Autowired (required=true)

@Qualifier ("standardTransport")

private ATMTransport transport;

 When using Spring annotations for DI, you do not need to have setter methods (or special constructors) any longer. Spring can inject directly into private fields or you have the option of annotating the setter methods instead. The applicationContext for this example looks like this:   
  
**Many transports configured in applicationContext, no injection specified in XML**

<?xml version="1.0" encoding="UTF-8"?>

<beans

xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xsi:schemaLocation="

http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context-2.5.xsd">

<context:annotation-config/>

<bean id="soapTransport" class="com.arcmind.springquickstart.SoapAtmTransport" />

<bean id="standardTransport" class="com.arcmind.springquickstart.StandardAtmTransport" />

<bean id="simulationTransport" class="com.arcmind.springquickstart.SimulationAtmTransport" />

<bean id="atm" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl"/>

</beans>

Notice that no transport for injection is specified in this file. The annotations specify which transport gets injected by default. Figure 3 illustrates injection using this technique.
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You could override which bean gets set by using standard Spring injection. In this way, you have a default (standardTransport) that can be overridden. Here is an example of overriding with another transport when you have a setter method for transport.

**Overriding the annotation in the application context file**

<bean id="soapTransport" class="com.arcmind.springquickstart.SoapAtmTransport" />

<bean id="standardTransport" class="com.arcmind.springquickstart.StandardAtmTransport" />

<bean id="simulationTransport" class="com.arcmind.springquickstart.SimulationAtmTransport" />

<bean id="atm" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl">

<property name="transport" ref="simulationTransport"/>

</bean>

The XML DI injection takes precedence over the annotation. Therefore, the annotation is the "reasonable default", but the application context file has the final word.

### Avoiding hard-wiring beans directly to other beans with @Qualifier and qualifier tag

For an extra level of indirection, you can add a qualifier to a bean in the configuration file and then specify which type of transport is needed in the AutomatedTellerMachineImpl as follows:   
  
**Using @Qualifier for an extra level of indirection**

public class AutomatedTellerMachineImpl implements AutomatedTellerMachine{

@Autowired (required=true)

@Qualifier ("default")

private ATMTransport transport;

**Using qualifier tag in applicationContext.xml**

<bean id="soapTransport" class="com.arcmind.springquickstart.SoapAtmTransport" />

<bean id="standardTransport" class="com.arcmind.springquickstart.StandardAtmTransport">

<qualifier value="default"/>

<!-- NOTE ADDED THIS QUALIFIER that marks this as default -->

</bean>

<bean id="simulationTransport" class="com.arcmind.springquickstart.SimulationAtmTransport" />

<bean id="atm" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl"/>

With this extra level of indirection, you are not hard-wiring beans directly to other beans, and if you decide that you should use a new default transport object you don't have to rewire every dependent bean.   
Figure 4 illustrates injection using this technique.

### Avoiding XML hell with component-scan tag and @Service, @Component, @Repository annotations

Imagine an application with hundreds of managed objects and the size of the XML configuration file(s). You can manage objects with Spring without putting them in the applicationContext files by marking them with @Service, @Component, or @Repository, and telling Spring where to find the objects. Spring will next scan the classpath looking for these beans and then automatically manage their dependencies.   
To perform this feat, you must configure a context:component-scan tag passing the packages you would like Spring to scan as follows:   
  
**Using component-scan tag in applicationContext.xml**

<?xml version="1.0" encoding="UTF-8"?>

<beans

xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xsi:schemaLocation="

http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context-2.5.xsd">

<context:component-scan base-package="com.arcmind.springquickstart"/>

</beans>

Then you mark your beans with the @Service, @Component, or @Repository as follows:   
  
**AutomatedTellerMachine class using @Service**

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.beans.factory.annotation.Qualifier;

import org.springframework.stereotype.Service;

@Service ("atm")

public class AutomatedTellerMachineImpl implements AutomatedTellerMachine{

@Autowired (required=true)

@Qualifier ("default")

private ATMTransport transport;

**Three transports using @Component**

import org.springframework.beans.factory.annotation.Qualifier;

import org.springframework.stereotype.Component;

@Component("standardTransport")

@Qualifier("default")

public class StandardAtmTransport implements ATMTransport {

public void communicateWithBank(byte[] datapacket) {

...

}

}

@Component("soapTransport")

public class SoapAtmTransport implements ATMTransport {

public void communicateWithBank(byte[] datapacket) {

...

}

}

@Component("simulationTransport")

public class SimulationAtmTransport implements ATMTransport {

public void communicateWithBank(byte[] datapacket) {

...

}

}

Notice that there is a @Qualifier annotation used in the StandardAtmTransport to denote it as the default transport for this application. For new projects, it makes sense to use annotations for objects that don't often change their dependencies. Avoiding XML and using annotation is the new trend in DI; some say it is a best practice. Figure 5 illustrates injection using this technique.

### Configuring objects

In addition to injecting dependencies, Spring allows you to configure objects with primitive and basic types. Let's say that the SoapAtmTransport sometimes has to work in areas where the connection is not so great, so you decide to add a retries property to the SoapAtmTransport as follows:

**SoapAtmTransport with retries**

public class SoapAtmTransport implements ATMTransport {

private int retries=3;

public SoapAtmTransport() {

}

public SoapAtmTransport(int retries) {

this.retries = retries;

}

public void setRetries(int retries) {

this.retries = retries;

}

public void communicateWithBank(byte[] datapacket) {

System.out.printf("SOAP Transport retries %d: %s \n", retries, new String(datapacket));

}

}

Notice that you can pass the retries to the constructor or call the setter method with the number or retries as follows:   
  
**Injecting the number of retries with the setter method**

<bean id="soapTransport" class="com.arcmind.springquickstart.SoapAtmTransport">

<property name="retries" value="5"/>

</bean>

**Injecting the number of retires with a constructor arg**

<bean id="soapTransport" class="com.arcmind.springquickstart.SoapAtmTransport">

<constructor-arg value="6"/>

</bean>

Since this type of configuration is so common, Spring has a shortcut to simplify property value injection as follows:   
  
**Using p namespace in an applicationContext.xml file**

<?xml version="1.0" encoding="UTF-8"?>

<beans

xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:p="http://www.springframework.org/schema/p"

xsi:schemaLocation="

http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context-2.5.xsd">

<bean id="soapTransport" class="com.arcmind.springquickstart.SoapAtmTransport" p:retries="7"/>

<bean id="atm" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl">

<constructor-arg index="0" ref="soapTransport" />

</bean>

</beans>

Notice the use of p:retries="7" is much less verbose than the previous example that used the property tag to set the value. If you are using the Spring IDE plugin for Eclipse, you will get code completion for the p:property-name-syntax. Figure 8 illustrates configuring retries using the shortcut notation added in Spring 2.x.

Spring allows you to configure all primitive types (int, byte, long, etc.), as well as wrapper objects (Integer, Byte, Long, etc.), and many basic types (String, URL, Class, File, etc.).

### Using property place holder configurer

Let's say for each installation of an ATM, the installer may need to configure the number of retries. You probably don't want the installer messing with your XML file for your application context because it is too much like code and too many things could go wrong. Instead, perhaps you could just edit a properties file. The properties file could have properties for each of the things that may vary for a given installation of an AutomatedTellerMachineImpl.

**atm.properties Properties file**

**transport.retries=8**

**applicationContext.xml using property-placeholder tag**

<?xml version="1.0" encoding="UTF-8"?>

<beans

xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:p="http://www.springframework.org/schema/p"

xsi:schemaLocation="

http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context-2.5.xsd">

<context:property-placeholder location="classpath:atm.properties" />

<bean id="soapTransport" class="com.arcmind.springquickstart.SoapAtmTransport" p:retries="${transport.retries}"/>

<bean id="atm" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl">

<constructor-arg index="0" ref="soapTransport" />

</bean>

</beans>

Notice the property-placeholder loads the atm.properties file from the classpath. Then you use the transport.retries defined in the atm.properties file as follows: p:retries="${transport.retries}".   
Figure 9 illustrates using the property placeholder configurer.

<context:property-placeholder location="file:./src/main/resources/atm.properties" />

<bean id="soapTransport" class="com.arcmind.springquickstart.SoapAtmTransport" p:retries="${transport.retries}"/>

<bean id="atm" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl">

<constructor-arg index="0" ref="soapTransport" />

</bean>

### Scopes and lifecycle

Spring supports the concepts of scopes. If you are familiar with JSP and Servlets, you may recall that they have request, session and application scopes. Objects put into request scope stay around for the duration of one request. Objects put into session scope stay around the entire user session (unless destroyed manually) while objects put into application scope stay around as long as the web application is running.

Spring scope support is very similar that of JSP and Servlets. Spring supports the following scopes: prototype, singleton, request, session and more. Plus you can configure you own scope handlers. Outside of a web application, Spring mainly supports two scopes out of the box: prototype and singleton. A singleton-scoped object is the default. It means that the object will stay around as long as the application context does (typically, very similar to application scope in a web application). A prototype scope means that every time that you ask for an object, Spring will create a new one. For example:

**Two atms configured with different scopes**

<bean id="atm" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl" scope="singleton">

<constructor-arg index="0" ref="soapTransport" />

</bean>

<bean id="atmP" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl" scope="prototype">

<constructor-arg index="0" ref="soapTransport" />

</bean>

If you looked up the atm twice, you would get the same object because it is in singleton scope; however, every time you looked up atmP, you would get a different object because it is in prototype scope. This is demonstrated by the following example:

**Example demonstrating prototype vs. singleton**

AutomatedTellerMachine atm1 = (AutomatedTellerMachine) appContext.getBean("atm");

AutomatedTellerMachine atm2 = (AutomatedTellerMachine) appContext.getBean("atm");

assert atm1 == atm2; //First assert

AutomatedTellerMachine atmP1 = (AutomatedTellerMachine) appContext.getBean("atmP");

AutomatedTellerMachine atmP2 = (AutomatedTellerMachine) appContext.getBean("atmP");

assert atmP1 != atmP2; //Second assert

### Life cycle methods

Often times, you need an object to initialize itself after you have set all of the dependencies. Spring allows you to specify specify an init method as follows:

**Specifying an init method with Spring (applicationContext.xml)**

<bean id="atm" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl" scope="singleton" init-method="init">

<constructor-arg index="0" ref="soapTransport" />

</bean>

<bean id="atmP" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl" scope="prototype" init-method="init">

<constructor-arg index="0" ref="soapTransport" />

</bean>

Notice the use of the init-method attribute in the bean tag. The name of the method does not have to be init.   
Here is the init method defined in Java. (There are also a few more methods for the transport to add to the flavor of the of the example and a shutdown method which the article will discuss in a moment).

**Init Method and Shutdown method in Java**

public class AutomatedTellerMachineImpl implements AutomatedTellerMachine{

public void init () {

System.out.println("INIT");

transport.connect();

}

public void shutdown () {

System.out.println("SHUTDOWN");

transport.close();

}

The atm bean's init method gets called right after your first load the application context (you can change this by setting the lazy-init attribute to "true"). The prototype atmP bean's init method gets called every time you look it up in the application context.   
  
You can also specify a clean up method using the attribute destroy-method as follows:   
  
**Using destroy-method attribute**

<bean id="atm" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl" scope="singleton"

init-method="init" destroy-method="shutdown">

<constructor-arg index="0" ref="soapTransport" />

</bean>

<bean id="atmP" class="com.arcmind.springquickstart.AutomatedTellerMachineImpl" scope="prototype"

init-method="init" destroy-method="shutdown">

<constructor-arg index="0" ref="soapTransport" />

</bean>

The destroy method would never get called by Spring on atmP because it does not manage the life cycle of prototype beans after creation. The destroy method on atm would only get called if someone gracefully closed the application context which Spring does for some application contexts (this is beyond the scope of this introductory tutorial). Figure 10 illustrates using lifecycle methods.

DI can help make your code architecturally pure. It aids in using a design-by-interface approach as well as test-driven development by providing a consistent way to inject dependencies. You don't need Spring to use DI. You could use DI with plain old Java. However, Spring provides a very nice, powerful DI container.   
There are other DI containers and frameworks out there such as Plexus, Pico container, JBoss microcontainer, and, more recently, Guice. And, other frameworks allow DI like JSF, Seam and more. But, Spring is the de facto industry standard way to do DI.

# Spring Auto scanning components
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Normally you declare all the beans or components in XML bean configuration file, so that Spring container can detect and register your beans or components. Actually, Spring is able to auto scan, detect and instantiate your beans from pre-defined project package, no more tedious beans declaration in in XML file.

Following is a simple Spring project, including a customer service and dao layer. Let’s explore the different between declare components manually and auto components scanning in Spring.

## 1. Declares Components Manually

See a normal way to declare a bean in Spring.

Normal bean.

package com.mkyong.customer.dao;

public class CustomerDAO

{

@Override

public String toString() {

return "Hello , This is CustomerDAO";

}

}

DAO layer.

package com.mkyong.customer.services;

import com.mkyong.customer.dao.CustomerDAO;

public class CustomerService

{

CustomerDAO customerDAO;

public void setCustomerDAO(CustomerDAO customerDAO) {

this.customerDAO = customerDAO;

}

@Override

public String toString() {

return "CustomerService [customerDAO=" + customerDAO + "]";

}

}

Bean configuration file (Spring-Customer.xml), a normal bean configuration in Spring.

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id="customerService" class="com.mkyong.customer.services.CustomerService">

<property name="customerDAO" ref="customerDAO" />

</bean>

<bean id="customerDAO" class="com.mkyong.customer.dao.CustomerDAO" />

</beans>

Run it

package com.mkyong.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import com.mkyong.customer.services.CustomerService;

public class App

{

public static void main( String[] args )

{

ApplicationContext context =

new ClassPathXmlApplicationContext(new String[] {"Spring-Customer.xml"});

CustomerService cust = (CustomerService)context.getBean("customerService");

System.out.println(cust);

}

}

output

CustomerService [customerDAO=Hello , This is CustomerDAO]

## 2. Auto Components Scanning

Now, enable Spring auto component scanning features.

Annotate with **@Component** to indicate this is class is an auto scan component.

package com.mkyong.customer.dao;

import org.springframework.stereotype.Component;

@Component

public class CustomerDAO

{

@Override

public String toString() {

return "Hello , This is CustomerDAO";

}

}

DAO layer, add **@Component** to indicate this is an auto scan component also.

package com.mkyong.customer.services;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Component;

import com.mkyong.customer.dao.CustomerDAO;

@Component

public class CustomerService

{

@Autowired

CustomerDAO customerDAO;

@Override

public String toString() {

return "CustomerService [customerDAO=" + customerDAO + "]";

}

}

Put this “context:component” in bean configuration file, it means, enable auto scanning feature in Spring. The **base-package** is indicate where are your components stored, Spring will scan this folder and find out the bean (annotated with @Component) and register it in Spring container.

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-2.5.xsd">

<context:component-scan base-package="com.mkyong.customer" />

</beans>

Run it

package com.mkyong.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import com.mkyong.customer.services.CustomerService;

public class App

{

public static void main( String[] args )

{

ApplicationContext context =

new ClassPathXmlApplicationContext(new String[] {"Spring-AutoScan.xml"});

CustomerService cust = (CustomerService)context.getBean("customerService");

System.out.println(cust);

}

}

output

CustomerService [customerDAO=Hello , This is CustomerDAO]

This is how auto components scanning works in Spring.

## Custom auto scan component name

By default, Spring will lower case the first character of the component – from ‘CustomerService’ to ‘customerService’. And you can retrieve this component with name ‘customerService’.

CustomerService cust = (CustomerService)context.getBean("customerService");

To create a custom name for component, you can put custom name like this :

@Service("AAA")

public class CustomerService

...

Now, you can retrieve it with this name ‘AAA’.

CustomerService cust = (CustomerService)context.getBean("AAA");

## Auto Components Scan Annotation Types

In Spring 2.5, there are 4 types of auto components scan annotation types

* @Component – Indicates a auto scan component.
* @Repository – Indicates DAO component in the persistence layer.
* @Service – Indicates a Service component in the business layer.
* @Controller – Indicates a controller component in the presentation layer.

So, which one to use? It’s really doesn’t matter. Let see the source code of @Repository,@Service or @Controller.

@Target({ElementType.TYPE})

@Retention(RetentionPolicy.RUNTIME)

@Documented

@Component

public @interface Repository {

String value() default "";

}

You will noticed that all @Repository,@Service or @Controller are annotated with @Component. So, can we use just @Component for all the components for auto scanning? Yes, you can, and Spring will auto scan all your components with @Component annotated.

It’s working fine, but not a good practice, for readability, you should always declare @Repository,@Service or @Controller for a specified layer to make your code more easier to read, as following :

DAO layer

package com.mkyong.customer.dao;

import org.springframework.stereotype.Repository;

@Repository

public class CustomerDAO

{

@Override

public String toString() {

return "Hello , This is CustomerDAO";

}

}

Service layer

package com.mkyong.customer.services;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import com.mkyong.customer.dao.CustomerDAO;

@Service

public class CustomerService

{

@Autowired

CustomerDAO customerDAO;

@Override

public String toString() {

return "CustomerService [customerDAO=" + customerDAO + "]";

}

}

Spring Auto-Wiring Beans

In Spring framework, you can wire beans automatically with auto-wiring feature. To enable it, just define the “**autowire**” attribute in <bean>.

<bean id="customer" class="com.mkyong.common.Customer" autowire="byName" />

In Spring, 5 Auto-wiring modes are supported.

* no – Default, no auto wiring, set it manually via “ref” attribute
* byName – Auto wiring by property name. If the name of a bean is same as the name of other bean property, auto wire it.
* byType – Auto wiring by property data type. If data type of a bean is compatible with the data type of other bean property, auto wire it.
* constructor – byType mode in constructor argument.
* autodetect – If a default constructor is found, use “autowired by constructor”; Otherwise, use “autowire by type”.

## Examples

A Customer and Person object for auto wiring demonstration.

package com.mkyong.common;

public class Customer

{

private Person person;

public Customer(Person person) {

this.person = person;

}

public void setPerson(Person person) {

this.person = person;

}

//...

}

package com.mkyong.common;

public class Person

{

//...

}

## 1. Auto-Wiring ‘no’

This is the default mode, you need to wire your bean via ‘ref’ attribute.

<bean id="customer" class="com.mkyong.common.Customer">

<property name="person" ref="person" />

</bean>

<bean id="person" class="com.mkyong.common.Person" />

## 2. Auto-Wiring ‘byName’

Auto-wire a bean by property name. In this case, since the name of “person” bean is same with the name of the “customer” bean’s property (“person”), so, Spring will auto wired it via setter method – “setPerson(Person person)“.

<bean id="customer" class="com.mkyong.common.Customer" autowire="byName" />

<bean id="person" class="com.mkyong.common.Person" />

## 3. Auto-Wiring ‘byType’

Auto-wire a bean by property data type. In this case, since the data type of “person” bean is same as the data type of the “customer” bean’s property (Person object), so, Spring will auto wired it via setter method – “setPerson(Person person)“.

<bean id="customer" class="com.mkyong.common.Customer" autowire="byType" />

<bean id="person" class="com.mkyong.common.Person" />

## 4. Auto-Wiring ‘constructor’

Auto-wire a bean by property data type in constructor argument. In this case, since the data type of “person” bean is same as the constructor argument data type in “customer” bean’s property (Person object), so, Spring auto wired it via constructor method – “public Customer(Person person)“.

<bean id="customer" class="com.mkyong.common.Customer" autowire="constructor" />

<bean id="person" class="com.mkyong.common.Person" />

## 5. Auto-Wiring ‘autodetect’

If a default constructor is found, uses “constructor”; Otherwise, uses “byType”. In this case, since there is a default constructor in “Customer” class, so, Spring auto wired it via constructor method – “public Customer(Person person)“.

<bean id="customer" class="com.mkyong.common.Customer" autowire="autodetect" />

<bean id="person" class="com.mkyong.common.Person" />

Spring Autowiring by Name

n Spring, “**Autowiring by Name**” means, if the name of a bean is same as the name of other bean property, auto wire it.

For example, if a “customer” bean exposes an “address” property, Spring will find the “address” bean in current container and wire it automatically. And if no matching found, just do nothing.

You can enable this feature via autowire="byName" like below :

<!-- customer has a property name "address" -->

<bean id="customer" class="com.mkyong.common.Customer" autowire="byName" />

<bean id="address" class="com.mkyong.common.Address" >

<property name="fulladdress" value="Block A 888, CA" />

</bean>

See a full example of Spring auto wiring by name.

## 1. Beans

Two beans, customer and address.

package com.mkyong.common;

public class Customer

{

private Address address;

//...

}

package com.mkyong.common;

public class Address

{

private String fulladdress;

//...

}

## 2. Spring Wiring

Normally, you wire the bean explicitly, via ref attribute like this :

<bean id="customer" class="com.mkyong.common.Customer" >

<property name="address" ref="address" />

</bean>

<bean id="address" class="com.mkyong.common.Address" >

<property name="fulladdress" value="Block A 888, CA" />

</bean>

Output

Customer [address=Address [fulladdress=Block A 888, CA]]

With **autowire by name enabled**, you do not need to declares the property tag anymore. As long as the “address” bean is same name as the property of “customer” bean, which is “address”, Spring will wire it automatically.

<bean id="customer" class="com.mkyong.common.Customer" autowire="byName" />

<bean id="address" class="com.mkyong.common.Address" >

<property name="fulladdress" value="Block A 888, CA" />

</bean>

Output

Customer [address=Address [fulladdress=Block A 888, CA]]

See another example, this time, the wiring will failed, caused the bean “addressABC” is not match the property name of bean “customer”.

<bean id="customer" class="com.mkyong.common.Customer" autowire="byName" />

<bean id="addressABC" class="com.mkyong.common.Address" >

<property name="fulladdress" value="Block A 888, CA" />

</bean>

Output

Customer [address=null]

Spring Autowiring by Type

In Spring, “**Autowiring by Type**” means, if data type of a bean is compatible with the data type of other bean property, auto wire it.

For example, a “person” bean exposes a property with data type of “ability” class, Spring will find the bean with same data type of class “ability” and wire it automatically. And if no matching found, just do nothing.

You can enable this feature via autowire="byType" like below :

<!-- person has a property type of class "ability" -->

<bean id="person" class="com.mkyong.common.Person" autowire="byType" />

<bean id="invisible" class="com.mkyong.common.Ability" >

<property name="skill" value="Invisible" />

</bean>

See a full example of Spring auto wiring by type.

## 1. Beans

Two beans, person and ability.

package com.mkyong.common;

public class Person

{

private Ability ability;

//...

}

package com.mkyong.common;

public class Ability

{

private String skill;

//...

}

## 2. Spring Wiring

Normally, you wire the bean explicitly :

<bean id="person" class="com.mkyong.common.Person">

<property name="ability" ref="invisible" />

</bean>

<bean id="invisible" class="com.mkyong.common.Ability" >

<property name="skill" value="Invisible" />

</bean>

Output

Person [ability=Ability [skill=Invisible]]

With **autowire by type enabled**, you can leave the ability property unset. Spring will find the same data type and wire it automatcailly.

<bean id="person" class="com.mkyong.common.Person" autowire="byType" />

<bean id="invisible" class="com.mkyong.common.Ability" >

<property name="skill" value="Invisible" />

</bean>

Output

Person [ability=Ability [skill=Invisible]]

Wait, what if you have two beans with same data type of class “ability”?

<bean id="person" class="com.mkyong.common.Person" autowire="byType" />

<bean id="steal" class="com.mkyong.common.Ability" >

<property name="skill" value="Steal" />

</bean>

<bean id="invisible" class="com.mkyong.common.Ability" >

<property name="skill" value="Invisible" />

</bean>

Output

Exception in thread "main" org.springframework.beans.factory.UnsatisfiedDependencyException:

...

No unique bean of type [com.mkyong.common.Ability] is defined:

expected single matching bean but found 2: [steal, invisible]; nested exception is

org.springframework.beans.factory.NoSuchBeanDefinitionException:

No unique bean of type [com.mkyong.common.Ability] is defined:

expected single matching bean but found 2: [steal, invisible]

In this case, you will hits the UnsatisfiedDependencyException error message.

**Note**  
In autowiring by type mode, you just have to make sure only one unique data type of bean is declared.

Spring Autowiring by Constructor

In Spring, “**Autowiring by Constructor**” is actually [autowiring by Type](http://www.mkyong.com/spring/spring-autowiring-by-type/) in constructor argument. It means, if data type of a bean is same as the data type of other bean constructor argument, auto wire it.

See a full example of Spring auto wiring by constructor.

## 1. Beans

Two beans, developer and language.

package com.mkyong.common;

public class Developer {

private Language language;

//autowire by constructor

public Developer(Language language) {

this.language = language;

}

//...

}

package com.mkyong.common;

public class Language {

private String name;

//...

}

## 2. Spring Wiring

Normally, you wire the bean via constructor like this :

<bean id="developer" class="com.mkyong.common.Developer">

<constructor-arg>

<ref bean="language" />

</constructor-arg>

</bean>

<bean id="language" class="com.mkyong.common.Language" >

<property name="name" value="Java" />

</bean>

Output

Developer [language=Language [name=Java]]

With **autowire by constructor enabled**, you can leave the constructor property unset. Spring will find the compatible data type and wire it automatcailly.

<bean id="developer" class="com.mkyong.common.Developer" autowire="constructor" />

<bean id="language" class="com.mkyong.common.Language" >

<property name="name" value="Java" />

</bean>

Output

Developer [language=Language [name=Java]]

# IoC vs. DI

### Some people use the terms Inversion of Control and Dependency Injection interchangeably. Let's see how they're different and how they can work together.

This post aims to explain both ideas in a simple way.

## Inversion of Control

### Basic Concepts

Here is an informal definition of IoC: “IoC is when you have someone else create objects for you.” So instead of writing “**new MyObject”** in your code, the object is created by someone else. This ‘someone else’ is normally referred to as an IoC container.

This simple explanation illustrates some very important ideas:

1. It is called IoC because control of the object is inverted. It is not the programmer, but someone else who controls the object.
2. IoC is relative in the sense that it only applies to some objects of the application. So there may be IoC for some objects, whereas others are under the direct control of the programmer.

Apart from Spring, there are other examples of IoC like **Java Servlets** and **Akka Actors**.

### The Details

Let’s delve a little more into the definition of IoC. IoC is much more than object creation: a Spring Context or a Servlet Container not only create objects, but manage their entire **lifecycle**. That includes creating objects, destroying them, and invoking certain methods of the object at different stages of its lifecycle. These methods are often described as **callbacks**. Notice again the terminology: methods invoked by the container are callbacks, as opposed to the **direct calls** that programmers make on their own code.

All the IoC containers previously mentioned implement some kind of lifecycle: [Spring Bean Lifecycle](https://www.concretepage.com/spring/spring-bean-life-cycle-tutorial), [Servlet Lifecycle](http://tutorials.jenkov.com/java-servlets/servlet-life-cycle.html" \t "_blank), and [Akka Actor Lifecycle](https://alvinalexander.com/scala/understand-methods-akka-actors-scala-lifecycle" \t "_blank).

Another thing to consider is that, although programmers relinquish their control on the objects, they still need to define the templates used by the IoC container to create said objects.

For instance, in Spring, classes are annotated with @Service or @Component (among many others) to indicate that the Spring Container is to manage the instances of those classes (it is also possible to use XML configuration instead of annotations). Spring-managed objects, as you likely know, are called Beans.

In a Servlet application, any class implementing the [Servlet](https://docs.oracle.com/javaee/6/api/javax/servlet/Servlet.html" \t "_blank) interface will be managed by the Servlet Container.

In an Akka application, the IoC container is called [ActorSystem](https://doc.akka.io/api/akka/2.5/akka/actor/ActorSystem.html" \t "_blank) and the managed objects are instances of classes extending the trait [Actor](https://doc.akka.io/api/akka/2.5/akka/actor/Actor.html) and created through configuration objects called [Props](https://doc.akka.io/api/akka/2.5/akka/actor/Props.html).

Here is a quick summary of the ideas discussed so far:

1. IoC containers control and manage the lifecycle of some objects: creation, destruction, and callback invocations.
2. The programmer must identify the classes whose instances are to be managed by the IoC container. There are several ways to do this: with annotations, by extending some specific classes, using external configuration.
3. The programmer can influence, to some extent, the way the objects are managed by the IoC container. Normally, this is achieved by overriding the default behavior of the object callbacks.

| **IOC CONTAINER** | **MANAGED OBJECT NAME** | **MANAGED OBJECTS DEFINITION** |
| --- | --- | --- |
| Spring Container | Bean | Classes defined with annotations/XML configuration |
| Servlet Container | Servlet | Classes implementing interface Servlet |
| Actor System | Actor | Classes extending trait Actor |

So far, we have managed to explain IoC without needing to talk about Dependency Injection.

## Dependency Injection

Dependency Injection has become one of the cornerstones of modern software engineering, as it is fundamental to allow proper testing. To put it simply, having DI is the opposite to having hardcoded dependencies.

//Hardcoded dependency

public class MyClass {

private MyDependency myDependency = new MyDependency();

}

//Injected dependency

public class MyClass {

private MyDependency myDependency;

public MyClass(MyDependency myDependency){

this.myDependency = myDependency;

}

}

A dependency can be injected in several ways, like a parameter in the constructor or through a “set” method.

As important as DI is, there is a downside to its use, namely: management of dependencies is inconvenient. Let’s take a look at an example: MyClass1 depends on MyClass2, that in turns depends upon MyClass3:

public class MyClass3 {

public void doSomething(){}

}

//MyClass2 depends on MyClass3

public class MyClass2 {

private MyClass3 myClass3;

public MyClass2(MyClass3 myClass3){

this.myClass3 = myClass3;

}

public void doSomething(){

myClass3.doSomething();

}

}

//MyClass1 depends on MyClass2

public class MyClass1 {

private MyClass2 myClass2;

public MyClass1(MyClass2 myClass2){

this.myClass2 = myClass2;

}

public void doSomething(){

myClass2.doSomething();

}

}

public class Main {

public static void main(String[] args) {

//All dependencies need to be managed by the developer

MyClass3 myClass3 = new MyClass3();

MyClass2 myClass2 = new MyClass2(myClass3);

MyClass1 myClass1 = new MyClass1(myClass2);

myClass1.doSomething();

}

}

Now, let’s assume that further down the line, MyClass2 needs a new dependency: MyClass4. We need to make changes to account for this new dependency:

public class MyClass2 {

private MyClass3 myClass3;

private MyClass4 myClass4;

public MyClass2(MyClass3 myClass3, MyClass4 myClass4){

this.myClass3 = myClass3;

this.myClass4 = myClass4;

}

public void doSomething(){

myClass3.doSomething();

myClass4.doSomething();

}

}

public class Main {

public static void main(String[] args) {

MyClass4 myClass4 = new MyClass4();

MyClass3 myClass3 = new MyClass3();

MyClass2 myClass2 = new MyClass2(myClass3, myClass4);

MyClass1 myClass1 = new MyClass1(myClass2);

myClass1.doSomething();

}

}

Although the situation described in this example is not too bad, real-life applications can have hundreds of dependencies scattered all across the codebase whose creation and management would need to be centralized like in the above example.

## Inversion of Control and Dependency Injection Playing Together

We just discussed the issue of managing hundreds of dependencies in a real-life application, possibly with very complicated dependency graphs.

So here is where IoC comes to the rescue. With IoC, the dependencies are managed by the container, and the programmer is relieved of that burden.

Using annotations like @Autowired, the container is asked to inject a dependency where it is needed, and the programmers do not need to create/manage those dependencies by themselves.

public class MyClass1 {

@Autowired

private MyClass2 myClass2;

public void doSomething(){

myClass2.doSomething();

}

}

public class MyClass2 {

@Autowired

private MyClass3 myClass3;

@Autowired

private MyClass4 myClass4;

public void doSomething(){

myClass3.doSomething();

myClass4.doSomething();

}

}

## Conclusion

We have presented Inversion of Control and Dependency Injection as separate concepts and justified how in some situations both concepts can be combined to provide superior solutions.

https://dzone.com/articles/a-guide-to-spring-framework-annotations